### 简述

Behavior Designer 是一个行为树插件！是为了让设计师，程序员，美术人员方便使用的可视化编辑器！Behavior Designer 提供了强大的 API 可以让你轻松的创建 tasks（任务），配合 uScript 和 PlayMaker 这样的插件，可以不费吹灰之力就能够创建出强大的 AI 系统，而无需写一行代码！

本指南将介绍所有 Behavior Designer 的功能特性！如果你还不了解什么是行为树（behavior trees）请查看"行为树的概述"！依赖于 Behavior Designer你完全可以不用关心什么是行为树（behavior trees）但是，如果你了解了一些 behavior trees！这将有助于你使用 Behavior Designer，包括一些常用组件，例如：tasks（任务），action（行为），composite（复合），conditional（条件），decorator（修饰符）!

### 界面

这里一共分为四大部分：下图中的第一个部分是主要操作区，用来创建你的行为树！第二部分是面板属性区，这里可以编辑一个行为树的特定属性，添加新任务，创建新的变量，或者编辑 tasks（任务）的参数。第三部分是工具栏，你可以添加/删除行为树，锁定当前行为树，查看所有行为树，等等！第四部分是调试工具栏。你可以启动/停止，逐步调试，暂停，查看错误！

![IMG_256](data:image/jpeg;base64,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)

## 行为树组件

这个组件记录了你的行为树的结构以及一些 BehaviorDesigner 配置信息！下面的 API 用来启动和停止你的行为树！  
public void EnableBehavior();  
public void DisableBehavior(bool pause = false);  
你可以通过下面的这些方法查找行为树中的相关节点 task 任务  
TaskType FindTask< TaskType >();  
List< TaskType > FindTasks< TaskType >();  
Task FindTaskWithName(string taskName);  
List< Task > FindTasksWithName(string taskName);  
行为树当前的执行状态可以像下面这样获取：  
behaviorTree.ExecutionStatus;  
当行为树运行结束后会有一个状态被返回，返回的接口可能是 Success 成功或者是 Failure 失败，这个结构依赖于行为树中的各个  
子节点 Task 任务的返回值！  
你可以对行为树监听以下事件：  
OnBehaviorStart  
OnBehaviorRestart  
OnBehaviorEnd  
行为树组件包含以下几个属性：  
Behavior Name  
行为树的名称  
Behavior Description  
行为树的描述信息  
External Behavior  
一个外部行为树的资源引用，行为树可以被导出成外部序列化文件（ScriptableObject 文件）单独存储，并被其他行为树引用，或  
者作为子节点任务而使用！方便了行为树的共用！  
Group  
行为树的分组编号，用来将行为树分组！可以用来方便的查找到特定的行为树！  
Start When Enabled  
如果设置为 true，那么当这个行为树组件 enabled 的时候，这个行为树就会被执行！  
Pause When Disabled  
如果设置为 true，那么当这个行为树组件 disabled 的时候，这个行为树就会被暂停！  
Restart When Complete  
如果设置为 true，那么当这个行为树组件执行结束的时候，这个行为树就会被重新执行！  
Reset Values On Restart  
如果设置为 true，那么当这个行为树组件 reset 的时候，这个行为树就会被重新执行！  
Log Task Changes  
当设置为 true 是，这个行为树下只要 task 流程发生变化就会打印一条 log 日志到控制台中！

## 节点

### Composites （复合）节点

Sequence（序列）节点

这个节点是一个"和"的关系，也就是他下面的子节点的执行顺序是一个接着一个的！如果其中一个返回 false。那么后续的子节点不会被执行，这个序列节点返回 false。只有当所有子节点全部完成并返回 success 的时候，这个 Sequence（序列）节点才会返回 success;

Selector（选择）节点

这个节点是"或"的关系，也就是他下面的子节点的执行顺序是一个或另一个的！只有所有子节点返回 false 才会返回 false。只要有一个子节点返回 success，那么这个 Selector 节点就会返回 success，后续的节点不会被执行！

Parallel（并行）节点

这个节点类似于 Sequence（序列）节点。不同的是，Parallel（并行）节点会在同一时间执行所有子节点而不是一个一个的去执行！如果子节点中有任意一个返回 false，则停掉所有子节点并返回 false。只有所有子节点全部返回 success 的时候，才会返回 success。

Parallel Selector（并行选择）节点

类似于 Selector（选择）节点，ParallelSelector(并行选择)节点只要有一个子节点返回 success，那么他就会返回 success！不同于 Selector的一点就是 ParalleSelector（并行选择）节点会在同一时间执行下面的所有子节点，如果有一个节点返回 success，则会停止掉其他所有子节点并返回 success。只有当所有子节点全部 false 的时候才会返回 false！

Priority Selector（优先选择）节点

类似于 Selector（选择）节点，PrioritySelector(并行选择)节点只要有一个子节点返回 success，那么他就会返回 success！不同点在于，子节点的执行顺序不是从左到右的，而是通过优先级来确定的执行顺序！较高的优先级的子节点会被先执行！（译者：优先级在哪里设置的，没有搞清楚，目前测试结果同 Selector 节点，后来还是用我大 Google 搜索到的解决办法！百度就是个垃圾站）需要在 Task 类中覆盖函数，来设置不同的 Priority,原文地址：[http://forum.unity3d.com/threads/behavior-designer-behavior-trees-for-everyone.227497/page-4](https://link.jianshu.com/?t=http://forum.unity3d.com/threads/behavior-designer-behavior-trees-for-everyone.227497/page-4" \t "https://www.jianshu.com/p/_blank)

Random Selector（随机选择）节点

类似于 Sequence（序列）节点，只是他的执行顺序是随机的！只要遇到一个子节点返回 false，RandomSequence（随机序列）就返回错误，直到全部子节点都返回 success，它才会返回 success！在这个节点的属性面板中有：seed（随机种子）的设置，自行使用！

Selector Evaluator（重复判断选择）节点

这个节点每帧都会去重新评估子节点的执行状态并选择。它会执行子节点中优先级最低的子节点！每帧都会这么干！如果当前一个高优先级的节点在运行并且下一帧要执行的子节点优先级比较低，那么它会打断高优先级的节点，去执行优先级低的子节点！ Selector Evaluator（重复判断选择）节点会从低到高的去遍历执行所有子节点，直到遇到一个返回 success 的！如果所有子节点都返回 false，那么它就返回 false！否则只要有一个返回 success，它就会返回 success！这个节点模拟了条件打断功能，如果子节点没有条件节点的话！

Conditionals（条件判断）节点

条件节点的任务是判断游戏的一些属性，比如玩家是否活着，怪物是否在视野距离内！

Random Probability (随机概率)节点

通过设置 successProbability 属性来控制返回 success 的几率（默认 0.5，也就是 50%几率）！另外还有 seed 随机种子的设置等！

Compare Field Value（字段比较）节点

比较指定的值的字段值。 返回成功如果值是相同的。

Has Received Event（是否接收到事件）

Decorators（修饰器）节点

这种节点的功能是用来包装另一个节点！（只能有一个子节点）。Decorators（修饰节点）将改变节点的行为！例如：修饰节点可以再运行时控制子节点直到返回某个特定状态（success 或者是 false）。后者是对子节点返回结果取反（即：success 返回 false，false，返回 success）；

下面来一一介绍 BehaviorDesigner 默认自带的几个 Decorator（装饰器节点）

Conditional Evaluator (条件节点的评估) 装饰节点

参数设置：  
1：reevaluate ：条件节点是否需要每帧都重新评估一次  
2：conditionalTask：要被评估的条件节点，注意：这个节点本身就是个条件节点！  
对设置的条件节点进行评估，如果条件节点返回 success，那么运行子节点并返回子节点的运行结果！如果条件节点没有返回 success那么子节点不会被运行，并且立刻返回 failure！条件节点只会在开始运行的时候被评估一次！

Interrupt（打断）装饰节点

如果打断节点被触发，则打断下面的所有子节点任务的执行！打断命令可以被 Perform interruption（执行打断）节点发起！打断节点在收到打断命令前，不会打断他下面的子节点的执行状态！如果子节点执行完毕还没有收到打断命令，则直接返回子节点的执行结果！

Inverter（取反）装饰节点

子节点的任务完成后返回值，在这个节点会被取反并传递到上一级中！

Repeater（重复/循环）装饰节点

有三个属性设置：执行次数，是否一直重复，运行直到返回错误！

Return Failure （返回失败）装饰节点

只要子节点当前的状态不是 running，也就是子节点执行结果无论是 success 还是 failure，都返回 failure！如果子节点状态是 running的话则返回 running！

Return Success（返回正确）装饰节点

只要子节点当前的状态不是 running，也就是子节点执行结果无论是 success 还是 failure，都返回 success！如果子节点状态是 running的话则返回 running！

Task Guard（任务守卫）装饰节点

类似于多线程互斥操作中使用的 Lock 标记，为了避免公共数据被多次引用！

Until Failure（直到失败）装饰节点

直到子节点返回 failure，否则一直循环执行子节点

Until Success（直到成功）装饰节点  
直到子节点返回 success，否则一直循环执行子节点！

Action接口方法

// OnAwake在行为树启用时被调用一次。把它看作一个构造函数

public virtual void OnAwake();

// OnStart在执行之前被立即调用。它用于设置从上次运行中需要重置的任何变量

public virtual void OnStart();

// OnUpdate运行实际的任务

public virtual TaskStatus OnUpdate();

// OnEnd在执行成功或失败后被调用。

public virtual void OnEnd();

// 当行为暂停和恢复时，调用OnPause

public virtual void OnPause(bool paused);

//优先级选择需要知道该任务的运行优先级

public virtual float GetPriority();

// OnBehaviorComplete在行为树执行完成后被调用

public virtual void OnBehaviorComplete();

// OnReset被检查器调用来重置公共属性

public virtual void OnReset();

// 允许从任务中调用OnDrawGizmos

public virtual void OnDrawGizmos();

// 保持对拥有此任务的行为的引用

public Behavior Owner;